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# 几大原则

## 简单简约

## 可读性高 优先给人

# 高效率的软件开发原则

## .1. 可读性优先原则 4

## 5.2. 拥抱变化原则 扩展性 4

5.3. ：迪米特法则最少知识原则”（Principle of Least Knowledge） 4
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## 5.6. Keep It Simple, Stupid (KISS) 4
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5.17. High Cohesion & Low/Loose coupling & –高内聚，低耦合 6

5.18. Convention over Configuration（CoC）–惯例优于配置原则 惯例优先原则 6

5.21. 软件，就像所有技术一样，具有天然的政治性。代码必然会反映作者的选择、偏见和期望。 6

## 5.22. 首先为人类设计，其次为机器设计。 6

5.23. 抽象原则 6

6. 《编程法则》二十一条 6

7. Recy 7

7.1. Command-Query Separation (CQS)–命令-查询分离原则 7

7.3. Design by Contract (DbC)–契约式设计

# 架构方法上选择快速开发的架构
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# 编程方法上选择快速的编程范式和编程方法
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# 高效率开发流程选择

## 敏捷开发 4

## 持续集成 ci

## 持续交付 / 部署 (DevOps) 8

IPD(Integrated Product Development）作为完善的产品开发模式、理念和方法

# 使用高效率简单的类库与中间件

Webso cket workman

Db jpa sql

# 高效率设计法 设计模式

## 设计上要抽象一级 参数化

## 最少接口原则

库表查询 操作，web api读写 文件读写的等

## Wrap包装法

# 开发方法论上需要快速的方法
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